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ABSTRACT 

 

In the software development lifecycle (SDL), testing of software is the most stressful and 

exhausting operation which consumes lots of time. Every aspect of software is very hard to test. 

Consequently, in recent times some automatic data generation research methods were added 

to reduce the time expended during the software testing. And the solution space of the 

automated generated test data is very large. It is not easy to check all the test data which is 

generated because it is time consuming, forces to check whole solution space of automated 

generated test data. We present in this paper demonstrating the design framework, 

implementing it and discovering the tool 's capabilities to minimize the test data generated. 

Our concrete concepts on the test cases for the optimal set is based on the mutation function 

Specified by the user. The system was implemented in language C++. We introduce mutation 

function to calculate mutant score with value and path to the test cases generated to minimize 

the solution space for the tester. 

 

Keywords: SUT (Software Under Testing), Mutant Score, Test Cases, Optimized 

Test Cases, Optimal Test Suites. 
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  CHAPTER 1  

INTRODUCTION 

 

 

1.1 Overview and Motivation  

 

One of most complicated tasks throughout software development is software testing, and 

absorbs great amount of time and effort while developing. Testing the software without 

planning, the software quality can become progressively worst, or extend the software's time 

and cost. One way to cut down on time is to automate test case generation [1]. The problem 

with automate generation of test cases is that the solution space of test data generated, which 

is very large in size. To find the minimum and optimal test suites in the solution space is very 

important as minimized solution space take less time to check the software correctness. By 

minimizing the test data, we save the testing cost and time. 

  

1.2 Research Objective  

 

We propose an alternative solution in this paper to minimizing the test data solution space, by 

referring to the mutation score for each test case of the test suits, based on the actual execution 

of each path of the program under testing, analysis the flow of each test case. The new test suits 

are developed using actual input variable values. When executing the program on some input 

data the execution flow of the path in the program is monitoring. While execution of program, 

the flow of path is observed and eliminating the test case when the test case is alive and 

continues when the test case gets killed by the mutant [2]. We select all the test cases with 

mutant score equal to 1 and test case path is not selected previously.  In this approach, we 

helped the tester to get the optimal solution space.   
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1.3 Mutation Testing  

 

Mutation testing involves smaller modifications of a program. The goal is to help the tester 

establish successful tests or identify vulnerabilities in the test data used for the program or in 

parts of the code which are rarely or never accessed during execution. Mutation testing is a 

form of white-box testing which is mainly used for unit testing. It is a powerful approach to 

attain high coverage of the source program.    

Following are the advantages of Mutation Testing:  

• This testing is capable comprehensively testing the mutant program. 

• Mutation testing brings a good level of error detection to the software developer. 

• This method uncovers ambiguities in the source code and has the capacity to detect all 

the faults in the program. 

• Customers are benefited from this testing by getting a most reliable and stable system. 

This is the method which checks for the effectiveness and accuracy of a testing program to 

detect the faults or errors in the system. And we used mutation to minimize and optimize the 

test suites. 
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CHAPTER 2  

LITERATURE REVIEW 

 

 

In this section we present the problem of Optimal Automatic Test Data Generator comes under 

the research topic of Software testing. It is noted that even after using specified method, the 

performance of the test data that are generated by Automatic Test Data Generator is not so 

optimal. So, some researchers performed different techniques to optimize the solution space of 

test data.        

 

The test data dependents on two things, which type of tool we are using and what Minimization 

function we are applying on it. There isn’t enough research and literature available or 

conducted on this topic in order to improve the test data generated solution space. The paper 

also talks about some of the important conclusions that have not been researched yet and some 

of them are.    

   

The paper by Michael et al., developed a new test data generation software system which could 

be used for combinatory optimisation in order to obtain condition decision coverage of the 

program which is developed in C++ or C language [3]. System generated the test knowledge 

in projects with more complicated interrelationship systems, and the tests showed a major gap 

between another feature for minimizing problems and the production test results which are 

dynamic.  

   

The paper by Pargas et al., implemented a Genetic Algorithm ( GA) check data generation 

method for different reporting strategies for example (statement coverage and branch coverage) 

[4]. The tool employed parallel processing to improve the overall search performance. Another 

random generator of test data was developed to equate the effects of the Preferred method with 
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random generator, that revealed the existing one outmatch the latter, as the system complication 

grew.  

The paper by Bin et al., represented the automated test data generation tool that dynamically 

generated test data by reducing the test data generation process to a single minimisation 

function [5]. In the proposed algorithm some improvements have been made to improve the 

computational efficiency of the proposed method.  

   

The paper by Mala, Automated test suite optimisation by applying the honey bees' parallel 

behavior allowing the algorithm to find the optimal global solution faster [6]. Comparison of 

the result of the suggested method with other methods, as with GA, sequential ABC and 

random testing. The test verified that the parallel ABC is proposed worked superior than any 

of the other methods.  

  

Mala et al. analyzed high-mutation test cases and an updated GA were added to boost the test 

suite by covering every test case [7]. The suggested method contained two better heuristics that 

are intake to examine the performance of the test cases produced from the suggested method 

to the preestablished method and experiment finding revealed that the suggested method 

yielded higher performing test cases than developed methods.   

  

   

The paper by Malhotra et al., integrated mutation analysis to create test cases in order to refine 

the produced test cases by introducing mutation at the time of test data creation, instead of 

stopping it after creation [8]. To generating the test cases GA is used. The findings of the 

experiment show that the time taken by the proposed method was substantially saved and the 

number of test cases created was dramatically reduced.   

  

The paper by Malhotra et al., Using the SBT, developed a test data generation tool. The 

developed tool is better than the other tools which are designed for the production of test data, 

because it enables the production of test data using several SBT and allows the user to evaluate 
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the output of the input information under test (SUT) [9]. This work would decrease the cost 

and time of testing for a given SUT.  

  

The paper by Ruilian Zhao et al, indicates the DOTSG approach for the EFSM design from 

GA. The solution involved the creation from GA of test data and of test paths generation. The 

study took the opinion that the diversity between test paths has a greater effect on disparity 

among test paths had a greater effect on test case suite diversity in comparison to the disparity 

among test data in EFSM designs [10].  

  

Fahad M. Almansour et al, represents an evidenced based comparative study with genetic 

algorithms & adaptive random methods based on four parameters: reduced test suite size, 

convergence rate, the efficiency of maximizing of all du-pair by coverage ratio criteria and 

elapsed time. Through these findings, stated that GA algorithms are much more efficient from 

ORT and ART in the testing of data-flow, and somehow ART has achieved much more 

coverage ratio [12]. Hence, suggested that the hybridization of ART and GA and the use of a 

hybrid framework in testing the data-flow.  
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CHAPTER 3  

TOOL FRAMEWORK 

 

 

3.1 Overview 

 

The tool we had develop is a language-oriented, general purpose programming method 

integrating some SUT data. The tool 's framework is indicated in Figure 3.1. The first step is 

to choose the SUT solution space that needs to reduce the test data for. This is done by the SUT 

Solution Space module. Then we select the test suites from which we have to select the optimal 

test case.   

 

The Domain Initialiser initializes all the algorithm-related values and produces the SUT control 

flow graph. The path evaluator initialises the test cases of the 1st test suite and tests the direction 

that every test case is going along. The test cases where there's no path among the beginning 

node and every leaving node are considered negligible [9].   

 

Then the tool is instructive the Mutation Calculator (1), for calculating the mutant score for 

every test case based on the killed mutant by the total mutant. Then the tool is instructive the 

Mutation Calculator (2), for calculating the mutant score of the same test case again based on 

the killed mutant by the total mutant. We select only those test cases with both the mutant score 

equal to 1.   
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Then, it employs the redundancy checker to determine a single test case 's path that wasn't 

cover by any other test cases earlier. These test cases are unique as other cases are considered 

repetitive test cases. Consequently, test cases which are unique added to the optimum test data. 

And then check the conditions and select the new test suites.  

 

On further refining the test cases and generating new test suite, the Path Checker checks 

whether the tester’s defined total paths are equal to the paths generated, the algorithm stops. 

The current test case set will then form the final test suite. The main Algorithm stop when all 

Automated test data checked.   

 

Fig 3.1 Block diagram of Tool Developed 
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3.2   Formula for Mutant Score (1)  

 

Mutant score (1) is calculated for conditional changes in the mutant code.  

Line number in mutant code where change is occurred = L  

The original code path of the test case = OP  

The Mutant code path of the test case = MP  

The expected output of the test case = EO  

The obtain output of the test case = OO   

So,  

MS (1) = (L+1 belongs to OP) && (OP equal to MP) 

Mutant Alive = MS (1) is True. 

Mutant Kill = MS (1) is False. 

 

Total Mutant = Mutant Alive + Mutant kill  

Mutant Score (1) = Mutant Kill / Total Mutant   

 

3.3   Formula for Mutant Score (2) 

 

Mutant score (2) is calculated for operation changes in the mutant code. 

Line number in mutant code where change is occurred = L  

The original code path of the test case = OP  

The Mutant code path of the test case = MP  

The expected output of the test case = EO   
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The obtain output of the test case = OO   

So,  

MS (2) = (L belongs to OP) && (OP equal to MP) && (OO equal to EO). 

Mutant Alive = MS (2) is True. 

Mutant Kill = MS (2) is False. 

 

Total Mutant = Mutant Alive + Mutant kill  

Mutant Score (2) = Mutant Kill / Total Mutant 

  

To add the test case to the optimal Test data both the Mutant score (1) and Mutant Score (2) 

must be equal to 1. 
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CHAPTER 4 

RESULT AND COMPARISON 

 

 

Now we run the tool and analyze the result of the optimal test data. We minimize the solution 

space of the SUT (Software under Test). The important part in the tool is to calculate both the 

mutant score. Mutation score is the main key in minimization tool. This helps us to minimize 

the solution space and lead us to the optimal test data. We calculate the both mutant score and 

if they equal to 1 then we select them as the part of optimal test data. Then we analyze the 

mutant score of test suites and then compare it with the mutant score of the obtain test suite. If 

the mutation score of the obtain test suite is better, than we consider that test suite as the optimal 

test suite for the test data.   

  

We are performing the tool on the program to find the largest among three number.   

  

Program to find the largest among three numbers 

#include<stdio.h>  

#include<conio.h>  

1. void main()  

2. {  

3. float A,B,C;  

4. clrscr();  

5. printf("Enter number 1:\n");  

6. scanf("%f", &A);  

7. printf("Enter number 2:\n");   
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8. scanf("%f", &B);  

9. printf("Enter number 3:\n");  

10. scanf("%f", &C); /*Check for greatest of three numbers*/  

11. if(A>B) {  

12. if(A>C) {  

13. printf("The largest number is: %f\n",A);  

14. }  

15. else  {  

16. printf("The largest number is: %f\n",C);  

17. }  

18. }  

19. else {  

20. if(C>B) {  

21. printf("The largest number is: %f\n",C);  

22. } 

23. else  {  

24. printf("The largest number is: %f\n",B);  

25. }  

26. }  

27. getch();  

28. } 

 

We have test suite of the SUT we perform over algorithm and see how it minimize and give an 

optimal solution.  
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Test Suite A. 

 

S. No. A B C Expected Output 

1 6 10 2 10 

2 10 6 2 10 

3 6 2 10 10 

4 6 10 20 20 

 

 

Test Suite B. 

 

S. No. A B C Expected Output 

1 10 10 10 10 

2 10 5 5 10 

3 6 10 5 10 

4 20 40 30 40 
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Fig 4.1 Program graph to find the largest number amongst three numbers (Path) 

 

Mutant 

No. 

Line 

No. 

Original Line Modified Line 

M1 11 If(A>B) If(A<B) 

M2 11 If(A>B) If(A>(B+C)) 

M3 12 If(A>C) If(A<C) 

M4 20 If(C>B) If(C==B) 

M5 16 Print (“The Largest number 

is:%f\n”,C); 

Print (“The Largest number 

is:%f\n”,B); 

 

Table 4.1 Mutated Statements  
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Mutant live = Expected Output is equal to Obtain Output.  

Mutant kill = Expected Output is not equal to Obtain Output. 

 

For Test Suite A.   

 

Mutant M1. 

S. No. A B C EO OO 

1 6 10 2 10 6 

2 10 6 2 10 6 

3 6 2 10 10 10 

4 6 10 20 20 20 

 

Mutant M1 is killed 

 

 

Mutant M2. 

S. No. A B C EO OO 

1 6 10 2 10 10 

2 10 6 2 10 10 

3 6 2 10 10 10 

4 6 10 20 20 20 

 

Mutant M2 is alive  
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Mutant M3. 

 

S. No. A B C EO OO 

1 6 10 2 10 6 

2 10 6 2 10 2 

3 6 2 10 10 6 

4 6 10 20 20 20 

 

Mutant M3 is killed 

 

 

Mutant M4. 

 

S. No. A B C EO OO 

1 6 10 2 10 10 

2 10 6 2 10 10 

3 6 2 10 10 10 

4 6 10 20 20 10 

 

Mutant M4 is killed 
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Mutant M5. 

 

S. No. A B C EO OO 

1 6 10 2 10 10 

2 10 6 2 10 10 

3 6 2 10 10 2 

4 6 10 20 20 20 

 

Mutant M5 is killed 

 

 

 

For Test Suite A   

  

Mutation Score = Number of mutants killed/ Total number of mutants.  

Mutant killed = 4. 

Total Mutant is 5.  

Mutant live = 1 (M2).  

So,  

Mutation Score for Test Suite A is 0.8   
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For Test Suite B.   

 

Mutant M1. 

 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 10 

3 6 10 5 10 6 

4 20 40 30 40 30 

 

Mutant M1 is killed 

 

 

Mutant M2. 

 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 5 

3 6 10 5 10 10 

4 20 40 30 40 40 

 

Mutant M2 is killed  
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Mutant M3. 

 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 5 

3 6 10 5 10 10 

4 20 40 30 40 40 

 

Mutant M3 is killed 

 

 

Mutant M4. 

 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 10 

3 6 10 5 10 10 

4 20 40 30 40 40 

 

Mutant M4 is alive 
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Mutant M5. 

 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 10 

3 6 10 5 10 10 

4 20 40 30 40 40 

 

Mutant M5 is alive 

 

 

For Test Suite B  

  

Mutation Score = Number of mutants killed/ Total number of mutants.  

Mutant killed = 3.  

Total Mutant is 5.  

Mutant live = 2 (M4, M5).  

So,  

Mutation Score for Test Suite A is 0.6  
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As we can see the Mutant score is not equal to 1, which means the test suites are not optimal 

but test suite A is near to optimal.   

  

Now we apply our algorithm to improve the test suite and minimize the optimal solution. We 

use our new Mutant Score formula to obtain the optimal solution space by minimizing and 

optimizing the test suites.  

  

Our Mutant Score must be equal to 1 of each test cases to add in minimized optimal solution 

space. So, our method selects the optimal test case from test suite and gets the optimal and test 

suites.   

  

Let now we start our method of selecting the test case from the given test suite. 

 

For Test Suite A.   

Mutant score (1) is calculated for conditional changes in the mutant code.  

Line number in mutant code where change is occurred = L  

The original code path of the test case = OP  

The Mutant code path of the test case = MP  

So,  

MS (1) = (L+1 belongs to OP) && (OP equal to MP) 

Mutant Alive = MS (1) is True. 

Mutant Kill = MS (1) is False. 

Total Mutant = Mutant Alive + Mutant kill  

Mutant Score (1) = Mutant Kill / Total Mutant   
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Mutant M1  

line no. 11   

L+1=12. 

 

S. No. A B C OP L+1 ε OP OP=MP Mutant 

1 6 10 2 1-11, 19-20, 23-28 False - kill 

2 10 6 2 1-14, 18, 27 ,28 True False kill 

3 6 2 10 1-12, 15-18, 27,28 True False kill 

4 6 10 20 1-11, 19-22, 26-28 False - kill 

 

 

Mutant M2  

line no. 11   

L+1=12. 

 

S. No. A B C OP L+1 ε OP OP=MP Mutant 

1 6 10 2 1-11, 19-20, 23-28 False - kill 

2 10 6 2 1-14, 18, 27 ,28 True True alive 

3 6 2 10 1-12, 15-18, 27,28 True False kill 

4 6 10 20 1-11, 19-22, 26-28 False - kill 

 

2nd number test case is alive. So, it must not be in optimal test suites.   
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Mutant M3  

line no. 12 

L+1=13. 

 

S. No. A B C OP L+1 ε OP OP=MP Mutant 

1 6 10 2 1-11, 19-20, 23-28 False - kill 

2 10 6 2 1-14, 18, 27 ,28 True False alive 

3 6 2 10 1-12, 15-18, 27,28 False - kill 

4 6 10 20 1-11, 19-22, 26-28 False - kill 

 

 

Mutant M4 

line no. 20  

L+1=21. 

 

S. No. A B C OP L+1 ε OP OP=MP Mutant 

1 6 10 2 1-11, 19-20, 23-28 False - kill 

2 10 6 2 1-14, 18, 27 ,28 False - alive 

3 6 2 10 1-12, 15-18, 27,28 False - kill 

4 6 10 20 1-11, 19-22, 26-28 True False Kill 

 

As we calculated the mutant score (1) and Now we calculate Mutant Score (2)  
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Mutant score (2) is calculated for operation changes in the mutant code. 

Line number in mutant code where change is occurred = L  

The original code path of the test case = OP  

The Mutant code path of the test case = MP  

The expected output of the test case = EO  

The obtain output of the test case = OO   

So,  

MS (2) = (L belongs to OP) && (OP equal to MP) && (OO equal to EO). 

Mutant Alive = MS (2) is True. 

Mutant Kill = MS (2) is False. 

Total Mutant = Mutant Alive + Mutant kill  

Mutant Score (2) = Mutant Kill / Total Mutant 

 

Mutant M5  

line no. 16 

L=16. 

S. No. A B C OP L ε OP OP=MP OO=EO Mutant 

1 6 10 2 1-11, 19-20, 23-28 False - - kill 

2 10 6 2 1-14, 18, 27 ,28 False - - kill 

3 6 2 10 1-12, 15-18, 27,28 True True False kill 

4 6 10 20 1-11, 19-22, 26-28 False - - kill 
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We calculated both the Mutant Score (1) and Mutant Score (2). 

 

The Mutant Score Table. 

 

Test Case No. Mutant Score (1) Mutant Score (2) OP ε Path Selected 

1 1 1 No Yes 

2 0.8 1 No No 

3 1 1 No Yes 

4 1 1 No Yes 

 

Path is the set of paths of test cases which are previously selected for the present optimal test 

suites. 

 

We select those test cases for minimized optimal solution which have both mutant score equal 

to 1 and OP ε Path is no. 

 

For Test Suite B.   

Mutant score (1) is calculated for conditional changes in the mutant code.  

Line number in mutant code where change is occurred = L  

The original code path of the test case = OP  

The Mutant code path of the test case = MP  

So,  

MS (1) = (L+1 belongs to OP) && (OP equal to MP) 

Mutant Alive = MS (1) is True.  
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Mutant Kill = MS (1) is False. 

Total Mutant = Mutant Alive + Mutant kill  

Mutant Score (1) = Mutant Kill / Total Mutant   

 

Mutant M1  

line no. 11   

L+1=12. 

S. No. A B C OP L+1 ε OP OP=MP Mutant 

1 10 10 10 1-11, 19-20, 23-28 False - kill 

2 10 5 5 1-14, 18, 27 ,28 True False alive 

3 6 10 5 1-11, 19-20, 23-28 False - kill 

4 20 40 30 1-11, 19-20, 23-28 False - kill 

 

 

Mutant M2 

line no. 11   

L+1=12. 

S. No. A B C OP L+1 ε OP OP=MP Mutant 

1 10 10 10 1-11, 19-20, 23-28 False - kill 

2 10 5 5 1-14, 18, 27 ,28 True False alive 

3 6 10 5 1-11, 19-20, 23-28 False - kill 

4 20 40 30 1-11, 19-20, 23-28 False - kill 

 

Mutant M3 
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line no. 12 

L+1=13. 

 

S. No. A B C OP L+1 ε OP OP=MP Mutant 

1 10 10 10 1-11, 19-20, 23-28 False - kill 

2 10 5 5 1-14, 18, 27 ,28 True False alive 

3 6 10 5 1-11, 19-20, 23-28 False - kill 

4 20 40 30 1-11, 19-20, 23-28 False - kill 

 

 

Mutant M4 

line no. 20   

L+1=21. 

 

S. No. A B C OP L+1 ε OP OP=MP Mutant 

1 10 10 10 1-11, 19-20, 23-28 False - kill 

2 10 5 5 1-14, 18, 27 ,28 False - alive 

3 6 10 5 1-11, 19-20, 23-28 False - kill 

4 20 40 30 1-11, 19-20, 23-28 False - kill 

 

As we calculated the mutant score (1) and Now we calculate Mutant Score (2)  



   
 

 37  
 

Mutant score (2) is calculated for operation changes in the mutant code. 

Line number in mutant code where change is occurred = L  

The original code path of the test case = OP  

The Mutant code path of the test case = MP  

The expected output of the test case = EO  

The obtain output of the test case = OO   

So,  

MS (2) = (L belongs to OP) && (OP equal to MP) && (OO equal to EO). 

Mutant Alive = MS (2) is True. 

Mutant Kill = MS (2) is False. 

Total Mutant = Mutant Alive + Mutant kill  

Mutant Score (2) = Mutant Kill / Total Mutant 

 

Mutant M5  

line no. 16 

L=16. 

S. No. A B C OP L ε OP OP=MP OO=EO Mutant 

1 10 10 10 1-11, 19-20, 23-28 False - - kill 

2 10 5 5 1-14, 18, 27 ,28 False - - kill 

3 6 10 5 1-11, 19-20, 23-28 True True False kill 

4 20 40 30 1-11, 19-20, 23-28 False - - kill 
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We calculated both the Mutant Score (1) and Mutant Score (2). 

 

The Mutant Score Table. 

 

Test Case No. Mutant Score (1) Mutant Score (2) OP ε Path Selected 

1 1 1 Yes No 

2 1 1 No Yes 

3 1 1 Yes No 

4 1 1 Yes No 

 

Path is the set of paths of test cases which are previously selected for the present optimal test 

suites. 

 

We select those test cases for minimized optimal solution which have both mutant score equal 

to 1 and OP ε Path is no. 

 

From Both Test Suites we selected optimal test cases for new test suites. Now we again 

calculate the mutation score of new test suite and compare the mutation score with old test 

suites. 

 

Our new test suite selected 4 test cases from test suit A and one test case from test suite B. 

3+1=4 test cases are selected. Number of test cases selected is equal to the TP. So, these 

selected test cases form our new test suite. 
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New Test Suite 

 

S. No. A B C Expected Output 

1 6 10 2 10 

2 6 2 10 10 

3 6 10 20 20 

4 10 10 5 10 

 

We calculate the mutation score of new test suite and see is this test suit is better than other or 

not. 

 

For New Test Suite.   

 

Mutant M1. 

 

S. No. A B C EO OO 

1 6 10 2 10 6 

2 6 2 10 10 10 

3 6 10 20 20 20 

4 10 10 5 10 5 

 

Mutant M1 is killed  
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Mutant M2. 

S. No. A B C EO OO 

1 6 10 2 10 10 

2 6 2 10 10 10 

3 6 10 20 20 20 

4 10 10 5 10 5 

 

Mutant M2 is killed 

 

 

Mutant M3. 

 

S. No. A B C EO OO 

1 6 10 2 10 10 

2 6 2 10 10 6 

3 6 10 20 20 20 

4 10 10 5 10 5 

 

Mutant M3 is killed 
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Mutant M4. 

 

S. No. A B C EO OO 

1 6 10 2 10 10 

2 6 2 10 10 10 

3 6 10 20 20 10 

4 10 10 5 10 10 

 

Mutant M4 is killed 

 

 

Mutant M5. 

 

S. No. A B C EO OO 

1 6 10 2 10 10 

2 6 2 10 10 2 

3 6 10 20 20 20 

4 10 10 5 10 10 

 

Mutant M5 is killed 
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For New Test Suite   

 

Mutation Score = Number of mutants killed/ Total mutants.  

Mutant killed = 5. 

Total Mutant is 5.  

Mutant live = 0 

So, Mutation Score for Test Suite A is 1. 

 

Compare test suites Mutation Score   

 

S. No. Test Suit Name Mutation Score Optimality 

1 Test Suit A 0.8 Nearly Optimal 

2 Test Suit B 0.6 Not Optimal 

3 New Test Suit 1 Optimal 

Table 4.2 Comparing Mutation Score 

 

As we can see that the mutation score of new test suite is better than the other two test suites 

and from two test suites, we minimize to one test suite. So, we can say that our new algorithm 

of optimizing and minimizing the solution space of test data and performance are better than 

others and it help the tester to test the SUT in low cost and less time. 
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Other Result Table  

  

AGTD = Automated Generated Test Data  

TTS     = Total Test Suites  

MTC   = Minimal Test Cases  

MTS    = Minimal Test Suites  

OMTS = Optimal Minimal Test Suites 

 

Program Name AGTD  TTS MTC MTS OMTS 

Max no. 100 25 20 5 5 

Max no. 200 50 48 12 12 

Marks Grade 100 20 10 2 2 

Marks Grade 200 40 15 3 3 

Table 4.3 Other Result Table 

 

As we can see in all Automated Generated Test Data is reduced or say minimized to less test 

data for testing. By reducing the Automated Generated Test Data, we save the testing time and 

cost of the software under test (SUT).  

From the result we can see that Automated Generated Test Data has less average of optimal 

test suites than from our minimal test suites, as all the minimal test suites are optimal means 

minimal test data is better than the Automated Generated Test Data.  

Therefore, we can say that our algorithm generates Minimal and Optimal Test data from the 

Automated Generated Test Data. 
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CHAPTER 5 

DISCUSSION AND ANALYZE 

 

 

In this section, we discuss and examine the majority of aspects that affect our algorithm and 

test data. 

 

Main Algorithm  

  

//Calculate Mutant Score 1  

If (! ((L+1 ε OP) && (OP=MP)) )  

{  

    flag=1; // for the calculation of mutant score 2  

}  

//Calculate Mutant Score 2  

If (flag==1)  

{  

     If (! ((L ε OP) && (OP=MP) && (OO=EO)) )  

     {  

           If (! (OP ε Path)) //redundance check  

          {  

                //Add Test Case to Optimal Test Data   

          }  

     }   

 } 
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5.1 Change in test suites order.  

 

We have seen the result of test suites A and B, now we see, if we change the order of test suites 

in our solution space.  

Let test suite B is before test suite A. Now we apply our Algorithm, then our new test suit. 

 

 

For test suite B 

 

We calculated both the Mutant Score (1) and Mutant Score (2). 

 

The Mutant Score Table. 

Test Case No. Mutant Score (1) Mutant Score (2) OP ε Path Selected 

1 1 1 No Yes 

2 1 1 No Yes 

3 1 1 Yes No 

4 1 1 Yes No 

 

We select those test cases for minimized optimal solution which have both mutant score equal 

to 1 and OP ε Path is no. 
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For test suite A 

We calculated both the Mutant Score (1) and Mutant Score (2). 

 

The Mutant Score Table. 

 

Test Case No. Mutant Score (1) Mutant Score (2) OP ε Path Selected 

1 1 1 Yes No 

2 0.8 1 No No 

3 1 1 No Yes 

4 1 1 No Yes 

 

Path is the set of paths of test cases which are previously selected for the present optimal test 

suites. 

 

We select those test cases for minimized optimal solution which have both mutant score equal 

to 1 and OP ε Path is no. 

 

From Both Test Suites we selected optimal test cases for new test suite 1. Now we again 

calculate the mutation score of new test suite and compare the mutation score with old test 

suites. 
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New Test Suite 1 

 

S. No. A B C Expected Output 

1 10 10 10 10 

2 10 5 5 10 

3 6 2 10 10 

4 6 10 20 20 

 

We calculate the mutation score of new test suite 1.  

 

For New Test Suite.   

 

Mutant M1. 

 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 5 

3 6 2 10 10 10 

4 6 10 20 20 20 

 

Mutant M1 is killed  
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Mutant M2. 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 5 

3 6 2 10 10 10 

4 6 10 20 20 20 

 

Mutant M2 is killed 

 

 

Mutant M3. 

 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 5 

3 6 2 10 10 6 

4 6 10 20 20 20 

 

Mutant M3 is killed 
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Mutant M4. 

 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 10 

3 6 2 10 10 10 

4 6 10 20 20 10 

 

Mutant M4 is killed 

 

 

Mutant M5. 

 

S. No. A B C EO OO 

1 10 10 10 10 10 

2 10 5 5 10 10 

3 6 2 10 10 2 

4 6 10 20 20 20 

 

Mutant M5 is killed 
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Mutation Score = Number of mutants killed/ Total number of mutants.  

Total mutant = 5  

Mutant kill = 5  

Mutant alive =0  

So,   

Mutation Score for New Test Suite 1 is 1. 

 

As we can see that the new test suite 1 is also optimal with mutation score 1, so we can say that 

our algorithm is independent of test suites order in aspect of obtaining the optimal test suits. 

But we observe that there is change in test cases of new test suite 1. As in new test suite 1, test 

case (6, 10, 2) which is in new test suite is replaced by test case (10 ,10, 10). Therefore, test 

cases in optimal test suits are dependent of test suites order. 

 

 

5.2 Change in test cases order within a test suite. 

 

We have now changed the order of test cases in test suite B (test case 1 to test case 4) and test 

suite B comes before test suite A. Now we apply our Algorithm, then our new test suit. 

 

For test suite B 

We calculated both the Mutant Score (1) and Mutant Score (2). 
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The Mutant Score Table. 

 

Test Case No. Mutant Score (1) Mutant Score (2) OP ε Path Selected 

4 1 1 No Yes 

2 1 1 No Yes 

3 1 1 Yes No 

1 1 1 Yes No 

 

We select those test cases for minimized optimal solution which have both mutant score equal 

to 1 and OP ε Path is no. 

 

For test suite A 

We calculated both the Mutant Score (1) and Mutant Score (2). 

 

The Mutant Score Table. 

 

Test Case No. Mutant Score (1) Mutant Score (2) OP ε Path Selected 

1 1 1 Yes No 

2 0.8 1 No No 

3 1 1 No Yes 

4 1 1 No Yes 

  



   
 

 52  
 

Path is the set of paths of test cases which are previously selected for the present optimal test 

suites. 

 

We select those test cases for minimized optimal solution which have both mutant score equal 

to 1 and OP ε Path is no. 

 

From Both Test Suites we selected optimal test cases for new test suite 1. Now we again 

calculate the mutation score of new test suite and compare the mutation score with old test 

suites. 

 

New Test Suite 2 

 

S. No. A B C Expected Output 

1 20 30 40 40 

2 10 5 5 10 

3 6 2 10 10 

4 6 10 20 20 

 

We calculate the mutation score of new test suite 2.  

 

For New Test Suite.   

 

Mutant M1. 
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S. No. A B C EO OO 

1 20 30 40 40 30 

2 10 5 5 10 5 

3 6 2 10 10 10 

4 6 10 20 20 20 

 

Mutant M1 is killed 

 

 

Mutant M2. 

 

S. No. A B C EO OO 

1 20 30 40 40 40 

2 10 5 5 10 5 

3 6 2 10 10 10 

4 6 10 20 20 20 

 

Mutant M2 is killed 
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Mutant M3. 

 

S. No. A B C EO OO 

1 20 30 40 40 40 

2 10 5 5 10 5 

3 6 2 10 10 6 

4 6 10 20 20 20 

 

Mutant M3 is killed 

 

 

Mutant M4. 

 

S. No. A B C EO OO 

1 20 30 40 40 40 

2 10 5 5 10 10 

3 6 2 10 10 10 

4 6 10 20 20 10 

 

Mutant M4 is killed 
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Mutant M5. 

 

S. No. A B C EO OO 

1 20 30 40 40 40 

2 10 5 5 10 10 

3 6 2 10 10 2 

4 6 10 20 20 20 

 

Mutant M5 is killed 

 

Mutation Score = Number of mutants killed/ Total number of mutants.  

Total mutant = 5  

Mutant kill = 5  

Mutant alive =0  

So,   

Mutation Score for New Test Suite 2 is 1. 

 

As we can see that the new test suite 2 is also optimal with mutation score 1, so we can say that 

our algorithm is independent of test cases order within a test suite in aspect of obtaining the 

optimal test suits. But we observe that there is change in test cases of new test suite 2. As in 

new test suite 2, test case (10, 10, 10) which is in new test suite 1 is replaced by test case (20 

,30, 40). Therefore, test cases in optimal test suits are dependent of test cases order within a 

test suite. 
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Compare test suites Mutation Score   

 

S. No. Test Suit Name Mutation Score Optimality 

1 Test Suite A 0.8 Nearly Optimal 

2 Test Suite B 0.6 Not Optimal 

3 New Test Suite 1 Optimal 

4 New Test suite 1 1 Optimal 

5 New Test Suite 2 1 Optimal 

Table 5.1 Comparing Mutation Score 

 

As we can see that the mutation score of new test suite, new test suite 1and new test suite 2 are 

better than the other two test suites (A and B). The new test suite 1 and new test suite 2 is also 

optimal with mutation score 1, so we ca say that our algorithm is independent of test suites 

order and test cases order within a test suite in aspect of obtaining the optimal test suits. 

 

 

5.3 Dividing the Algorithm. 

 

Now we have divided our algorithm in two algorithms and we have seen how they affect the 

test data. 
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5.3.1 Algorithm for optimal test cases. 

 

In this algorithm we have just use the half part of our algorithm. We just use that part of 

algorithm which has optimized the test cases by calculating the mutant score (1) and mutant 

score (2). After that we select only those test cases for new test suit which have both the mutant 

score (1) and mutant score (2) are equal to 1. We observed that this algorithm only minimized 

the test data but not optimized the test data. 

 

As in test suite B, we can see that all the test cases are optimal with both mutant score equal to 

1 but the mutation score is 0.6 which is not optimal. 

 

5.3.2 Algorithm for path coverage of SUT in each test suite. 

 

In this algorithm we have just use the half part of our algorithm. We just use that part of 

algorithm which help us to covered all the path of SUT in each test suite. In this algorithm, we 

select test cases with different path for new test suit. We observed that this algorithm only 

minimized the test data but not optimized the test data. 

 

As in test suite A, we can see that all the test cases belong with different path but the mutation 

score is 0.8 which is not optimal. 
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CHAPTER 6 

CONCLUSION 

 

 

It is concluded from the above discussion that the tool for Minimization of Automated 

Generated Test Data perform better than other tool developed. There are many tools and 

algorithms for automated generated test data with large solution space. But there are some other 

algorithms which minimize the solution space of the SUT for testing the software. But they are 

not so optimal and the tool which we developed, provides the optimal or near to optimal 

solution. Our developed tool is better than the other tools which were developed for the 

generation of test data, because it enables the test data to eliminate the not optimal test cases, 

which make our test suites more optimal than any other tools developed. This work would 

decrease the cost and time of testing for a given SUT considerably. 
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